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Abstract. To improve the security of software systems, we need to improve the software development processes used to produce them. Software security assurance cases have been proposed as a way of establishing security properties of software at different phases of the software development lifecycle; however, these assurance cases are difficult to write, communicate and introduce into an already burdened software development process. We evaluated a team-based, knowledge engineering approach to introduce software security assurance cases to neophytes through the utilization of concept maps. This approach allowed the study’s participants to engage in conversations with security experts about security requirements for their software and with knowledge engineers to construct concept maps demonstrating how their software met the requirements. Our survey results and feedback show great promise for our method to be effective and efficient for disseminating knowledge about software security assurance cases to new hires and students which in turn would make them cognizant of the security requirements in their organization.

Introduction

Enhancing software security is, in part, about software process improvement. To improve the security of software systems we need to improve the software development processes used to produce them. Software security assurance cases have been proposed as a way of establishing security properties of software at several security touchpoints in the development process [1]. These touchpoints are defined as “lightweight software security best practice activities that are applied to various software artifacts such as requirements and code” [2]. Assurance cases are structured and reviewable artifacts to demonstrate that a system possesses required security properties. However assurance cases are not easy to write, communicate, or introduce into an already burdened software development process.

So how can we introduce software security assurance cases to a development organization or to a new hire in such an organization? In this paper we propose a team-based, knowledge engineering approach that introduces assurance cases through the use of concept maps [3]. A concept map provides a simple visual representation for the capture and communication of technical knowledge about a particular domain.

The knowledge engineering approach we employed combines initial skeleton concept maps that describe known types of software vulnerabilities, concept maps of the software structure derived by parsing code or interface documents from a particular system, an interview process in which a knowledge engineer facilitates a conversation between a security expert and a programmer to develop the concept map-based assurance case for that system, and a review process in which the resulting assurance case is presented to stakeholders.

If successful, this approach could have several advantages. First, the knowledge engineering approach could facilitate the introduction of assurance case touchpoints into the development process. Second, participation in the interviews could improve programmer sensitivity to potential software vulnerabilities and expedite knowledge transfer. Furthermore, the concept maps supporting the assurance cases could be linked to other documentation such as design rationale to provide an integrated view of the software structure. Finally, the visual nature of assurance cases enhanced with concept maps could facilitate communication with diverse project stakeholders.

In this paper we provide a discussion of literature pertaining to software security assurance cases and concept mapping. We then discuss two small-scale case studies that were conducted to gain feedback on the practicality of a knowledge engineering approach to the construction of assurance cases containing concept maps. We summarize results of these studies including the results of questionnaires that address the utility of this approach and conclude with a discussion of lessons learned.

Software Security Assurance Case Development

Security assurance is a multidimensional concern. Evaluation of security requires evaluating targets (systems that may be attacked), processes (used to develop the targets), and remediation (corrective action to mitigate vulnerabilities) [4]. Software security assurance cases fail at the juncture of these three concerns; they are developed for a specific target as part of its software engineering process, and they may identify vulnerabilities for remediation.

An assurance case is a body of evidence that is analogous to a case presented in legal proceedings and is basically an argument assuring that some claim about a system holds. Assurance cases are structured and reviewable artifacts used to document that a system possesses required properties such as security, safety and reliability.

Software security assurance cases are prepared at defined security touchpoints during the software development lifecycle. Throughout this lifecycle, the software security assurance case evolves as it is reviewed by stakeholders with varying areas of expertise. Besides security experts, these stakeholders can include developers, testers, installers, system administrators and customers [5].

A proven software security assurance case is reusable for new versions of an existing system and may be adaptable for a completely new system. The software security assurance case creates a structure for the analysis of changes to a system and helps to ensure that changes do not have adverse effects on security by introducing new vulnerabilities. A properly created...
assurance case will take into consideration the personnel, processes and technology involved in the development and delivery of software. Arguments based on personnel quality might be based on an employee’s training and experience. Process arguments could be based on established testing procedures, bug tracking, code management and release schedules. Technology arguments could cover properties of hardware, operating systems and integrated development environments [6].

One of the challenges in creating a software security assurance case is the large number and diverse nature of the security requirements. These requirements are often introduced by citing large external checklists and standards such as the U.S. DoD’s Application Security and Development Checklist [7] and 8500.1 Information Assurance Management Implementation [8] along with the U.S. Department of Commerce’s SP800-53 Recommended Security Controls for Federal Information Systems and Organizations [9]. Not following these requirements correctly or in a timely manner can cost organizations millions of dollars in extra costs, damages or lost business. In addition to being lengthy, these requirements documents are subject to interpretation, which might require the opinion from someone in an organization’s legal department. Requirements documents are sometimes conflicting which leads to the question of which document takes precedence. The result is a lengthy security assurance case document to address this myriad of requirements. These assurance cases are expensive to produce and are also subject to interpretation [10].

Another challenge is that a software security assurance case often requires a combination of scarce knowledge from different experts. A development organization may have security experts with deep knowledge of relevant kinds of security vulnerabilities. It will also have software developers with deep knowledge of a particular system. But these will not normally be the same people. Further exacerbating this problem is the fact that security requirements are constantly changing due to new threats and exposed vulnerabilities. Also contributing to the problem are personnel changes in information security departments and software development teams resulting in scarce knowledge of security and source code walking out the door.

One of the goals of this work is to determine if techniques from the discipline of knowledge engineering could help, at least to “break the ice” when an organization is adopting assurance cases for the first time, or when a new employee is being introduced to security assurance.

Knowledge Capture With Concept Maps

Concept maps provide a simple visual representation of the concepts in a particular domain and of the relationships between them. (See Figure 1 for a concept map pertaining to knowledge management.) Concept mapping has been used extensively to capture domain knowledge for purposes of knowledge preservation, consensus finding, and subsequent construction of formal knowledge representations for automated reasoning. Concept maps are well established in a wide variety of domains and experience levels and they are excellent for communicating structured knowledge [11].

Concept maps can be created by individuals or groups at levels of capability that extend from elementary school children to subject matter experts (SMEs). Concept mapping for knowledge capture often involves more than one participant: one who is an expert in the knowledge domain, and another who is skilled at concept mapping. The person who is skilled at eliciting and representing knowledge from experts, the knowledge engineer, creates the concept map during an interview process with the SME. Mature, open-source applications for concept map development such as the Institute for Human and Machine Cognition’s CmapTools are available for use [12]. CmapTools allows the knowledge engineer to populate hierarchical groups of maps and to provide drill-through links to other electronic resources such as source code and configuration files [13].

For software security assurance cases, there are typically at least two kinds of knowledge that must be brought to bear: expertise about security vulnerabilities and expertise about the specific software system under consideration. Accordingly, we suggest a team of three for the interview process as shown in Figure 2. This approach to the development of an assurance case involves the security expert interviewing the developer with questions pertaining to specific security issues, while the knowledge engineer captures the key ideas in the discussion in concept maps. The interview process captures the specialized knowledge of the security expert and allows this knowledge to be transferred to new hires verbally while creating a document that will capture this specialized knowledge for posterity. The concept maps can be augmented with other resources such as program code or other documentation that lend support to the emerging case such as testing protocols, test results and snippets of source code. Issues that need to be addressed can be represented along with the evidence for issues that have been properly addressed.

![Figure 1. A concept map about concept maps used for knowledge management.](image1)

![Figure 2 - The Knowledge Engineering Interview Process](image2)
Case Studies

In this section, we describe two case studies that were performed to test the potential of the approach to developing software security assurance cases. The two studies were both small-scale exercises to provide a sort of “sanity check” on using concept maps for this purpose. We wanted to see if early-career developers could create and review such cases. Further, we wished to gather feedback from participants on how well such cases communicated the basic idea of an assurance case, relevant knowledge pertaining to the case, and any difficulties in the process.

The first study was academic and performed in the context of a project course for Masters of Science students in Software Engineering at the University of West Florida. Participants in the study were mature students, with some professional experience either in programming or system administration. However, none had any particular background in software security. All activities were conducted online since the students were distributed geographically. The main theme of the course was the development or maintenance of services to enhance an existing Services Oriented Architecture application. Their development process included steps for:

1. Preliminary design
2. Design Phase Software Security Assurance Case (touchpoint)
3. Design Phase Software Security Assurance Case Review, moderated by a student Software Quality Assurance (SQA) leader
4. Implementation and Deployment
5. Deployment Phase Software Security Assurance Case (touchpoint)
6. Deployment Phase Assurance Case Review, moderated by the student SQA leader

These steps are shown in Figure 3.

![Figure 3 – Student Software Security Assurance Case Process](image)

To develop the assurance cases for their services, the students were given four security requirements drawn from the literature [4]:

1. Service is not subject to error handling vulnerabilities
2. Service supports the creation of transaction logs for access and changes to data
3. Service does not contain embedded authentication data
4. Service executes with no more privileges than necessary for proper operation.

Participants were given an initial skeleton concept map presenting the four software security vulnerabilities as shown in Figure 4 to jump-start the knowledge elicitation process. Two knowledge engineering sessions were conducted, one at each touchpoint. During both of these sessions, the participant was interviewed by a security expert responsible for asking questions related to the security requirements and a knowledge engineer responsible for capturing knowledge through the construction of the concept map. For the post-design interview, the knowledge engineer started with the skeleton concept map and added concepts and notes for follow-up items for identified deficiencies in the design. During the post-implementation interview, the knowledge engineer added concepts, code samples and interface documents that would help to make the case that the code was secure. Following both interviews, the participants presented their concept map assurance cases for review by their peers.

Figure 5 is a screen shot showing a portion of one of the resulting assurance cases. This figure shows the analysis for the transaction logging security requirement mentioned earlier. This student did a PHP implementation of his service. He has chosen to use a combination of the Apache web server log, a text file log and a MySQL log to meet the requirement. The icon in the “logEvent()” box indicates that there is a sample of the code that can be inspected to confirm that all service operations actually call the logging function.

The second case study was done in a one-day on-site visit at a Northrop Grumman facility in Melbourne, Florida. The objective of the study was to see if participants could learn and apply concept mapping for the development of assurance cases in this short period. A total of eight participants took part in this study, four interns and four recent hires. Participants in the study had backgrounds in computer science and software development. They were familiar with graphical representations of conceptual knowledge such as UML class diagrams. Participants were provided with an introduction to concept mapping, knowledge modeling, and CmapTools. Following this introduction, the participants created concept maps on topics of their choosing to gain experience with concept mapping and with the CmapTools software.

Participants were then presented with information regarding how concept mapping and knowledge modeling might be used to build assurance cases. Participants then worked in teams to build concept maps pertaining to assurance cases. After each round of concept mapping, participants showed the maps they had created to the group with the goal of assessing strengths and weaknesses in the maps, and developing suggestions for their improvement. At the end of both case studies, each participant was asked to complete a survey with the five Likert statements shown in Table 1 and to provide comments to support their responses to the Likert statements.

Results and Discussion

The Likert statements were based on a 6-point scale with 1 representing strongly agree and 6 representing strongly disagree. Table 1 combines the results for the two groups.

For the first statement, some of the comments from the participants focused on how concept maps made the security
requirements and the design goals easier to understand. Other comments mentioned how the process helped the participants to learn the importance of secure software and to identify weaknesses in their designs along with understanding the design goal.

With the second statement, the feedback provided mentioned the process giving the participants an additional understanding of the vulnerabilities when looking for ways and methods to develop the evidence needed to prove the vulnerability had been addressed. Another comment that reflected the lower mean score for the second statement mentioned the knowledge engineering process increased their awareness, but did not provide an in-depth understanding.

For the third statement, participants commented that the CmapTools application was a great visual aid and the concept maps made their peer review presentation easier. Furthermore, the ability to drill down to the source code, configuration files and design documents was beneficial.

For the fourth statement, the participants mentioned that the collaboration during the interview sessions helped in the sharing of ideas and broadened the scope of available knowledge. Regarding the concept maps, the participants stated that the visual primitives on the maps allowed for comprehension of the vulnerabilities and the maps ensure that all the components of the cases are addressed and the relationships between the components are documented as well.

Out of all of the statements, the final statement had the least amount of agreement and the greatest dispersion of responses. Multiple responses focused on the need to continue to seek out assistance to ensure the system followed security requirements. Other comments stated how the process helped to instill confidence in the participants’ ability to build secure software. While our process might not have provided the neophyte with the in-depth knowledge required to build a complete assurance case, the process is an important first step in becoming cognizant of an organization’s software security requirements.

Conclusions
This paper has concentrated on the use of knowledge engineering in “first time” experiences with software security assurance cases. In the two studies described here, a total of 12 participants were introduced to concept mapping and its application to the development and presentation of software security assurance cases. Though the sample size is relatively small, we believe that the results are encouraging. Results from surveys administered to all participants indicate that knowledge engineering and concept maps could have a useful role in “breaking the ice” for software security assurance case practices and raising the level of security competence.

The approach of introducing a new developer to the idea of software security assurance cases through collaborations with a security expert and a knowledge engineer who captured the proceedings in real time, worked well. The primary additional cost of this approach is the time of the knowledge engineer in the interviews. Each interview lasted only an hour, or roughly 15 minutes for each security checklist item. The resulting concept maps were evaluated by participants to be an excellent communication tool for reviews and other subsequent uses. The
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knowledge represented in the concept maps provided clarity in understanding software vulnerabilities and how to design and implement a system to handle these vulnerabilities. We found the participants adept at understanding the graphical primitives that constituted the concept map. One observation from our study at Northrop Grumman was the participants’ quick mastering of the creation of concept maps and the understanding of the graphical primitives because of their familiarity with linked graphical representations such as UML class diagrams. Furthermore, the concept maps helped the participants to share knowledge among their peers and supervisors.

In discussions with our collaborators at Northrop Grumman, we determined several additional potential benefits of using our knowledge engineering process to create concept maps for software security assurance cases. First, our process could help streamline the creation of testing abuse cases and unit tests for security assertions. Second, the process can assist with getting stakeholders on the same page in regards to interpreting security requirements. Furthermore, concept maps could help to communicate to all levels of management the cost implications of security requirements which would help to strike a balance between security and affordability, thus contributing to reducing overall program costs.
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