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The amount of embedded flight software is growing at a tremendous rate in the National Security Space (NSS) systems under development by the Space and Missile Systems Center (SMC). Problems with Total System Performance Responsibility (TSPR)-era programs like the Space-Based Infrared System (SBIRS) have been aligned with opinions that the DoD has lost the “recipe” for acquiring complex space systems. The software-intensive nature of next-generation space systems necessitates consideration of a new software-intensive system acquisition paradigm to not only take full advantage of the best people that defense contractors have to offer, but to ensure the ability to engineer and build these systems far into the future.

In October 2006, Lt. Gen. Michael Hamel [1], the SMC’s Program Executive Officer, briefed the SMC system software growth trend to the National Defense Industry Association Defense Software Strategy Summit (see Figure 1).

In [2], Buettner and Arnheim described the SMC-wide review of test issues attributed to the TSPR-era acquisition reform policy changes and its impacts on embedded flight software; also provided were space computer technology improvement reasons for the observed growth trend. While the legacy class of vehicles (shown in Figure 1) appear to have a manageable growth trend, the software growth trend for the future space systems (with envisioned systems greater than one million SLOC) is beyond anything our space defense establishment has had to grapple with in the past.

Hamel’s presentation supported a broad industry software strategy summit report [3] containing the following recommendations (among others):

• Review and analyze the software engineering, acquisition, and life cycle management initiatives, policies, processes, and plans. This should occur in service branches (Army, Navy, and Air Force), defense agencies, and in other organizations such as the National Security Agency.

• Solicit service branch, major command, engineering center, and Program Executive Office software life-cycle management recommendations.

• Define and publish the DoD’s long-term objectives and course of action with associated priorities and resources in a software life-cycle strategy.

In the face of increased software demand, software project difficulties, limited experienced personnel availability, varied standards and processes, and declining budgets, the report recommends that DoD management staff continue aggressively focusing on “software engineering, acquisition, management, and human resource life-cycle challenges through the application of resources and focused action” [3].

Fundamentally, many of the problems are a side effect of the DoD’s current competitive bid acquisition strategy. It is our belief that a number of the problems could be minimized using a paradigm shift away from competing for the software engineering and development aspect of these software-intensive contracts. Hence, we provide supporting arguments and information showing that a number of the issues that we have faced on the SBIRS—and those facing other software-intensive system acquisitions—are side-effects attributable to constraints imposed by the competitive-bid acquisition process. These constraints stress cost and schedule from the onset, resulting in additional rework cycles from the late discovery of quality issues. Furthermore, we will explain how a paradigm shift could minimize these issues for the class of space system acquisitions that are on the future systems software growth trend. The current acquisition paradigm involves a competitive bid (with software as a factor) between teams of contractors in response to a request for proposal (RFP).

**The Problem With “Best Value” Bidding**

In a Defense Acquisition University (DAU) course class exercise (attended by Millette), students assumed the roles of contractors preparing a bid response to an RFP for a software-intensive system. Students are given three options for software costs: a low-, medium-, and high-cost figure. The evaluation criteria indicated that cost was not specifically a criterion, but it is certainly always considered.

Having the development life-cycle...
issues faced by the SBIRS in their background, the group selected the high software cost as a way to mitigate the overall software development risk. The students believed that the high-cost figure would, combined with staying under the life-cycle and unit procurement cost thresholds: reduce overall cost and schedule risk; help inevitable requirements creep, rework, and other typical software cost and schedule drivers; and present a better risk-mitigation position. However, when the other groups briefed their analysis of the proposal—and specifically, why they did not recommend selection—each cited the high software cost as a negative aspect of the proposal.

In the SMC, we learn this lesson often: It is not in the contractor’s best interest to bid the actual, expected, or risk-sensitive cost, as the evaluators may not recognize this as a positive and will only focus on the bottom line. The contractors we work with are not devious or intentionally trying to underbid these efforts maliciously; they are simply doing what they believe they have to do in order to secure the work. If one bidder of the group goes with the realistic or conservative cost estimate, they run the risk of being identified as not providing the best value bid for the government.

From this experience—and some of the observed strategies employed by the bidders for the SBIRS program and others—we conclude that contractors will (and do) try to utilize cost-minimization strategies to win contracts. If they are bidding on multi-billion dollar systems, cutting costs to save the government billions of dollars has repeatedly been shown to be a winning strategy. While shaving costs in an attempt to provide the government and the taxpayer with a system for a good value is appreciated, it ultimately raises the question of how such strategies could impact the quality of the NSS mission’s critical software component early in a program’s life cycle.

In [4], seven different flight software projects contained in an Aerospace Corporation database are reviewed: Two remarkably different software projects are compared in detail using a system dynamics model. Chapters focused on qualitative research and game theory provide a number of insightful government schedule and cost pressure strategy impacts on contractor quality. Also included is a model showing the deleterious schedule impacts from the early life-cycle schedule-driven behavior: minimizing effort in quality-enhancing peer reviews and developer unit testing (that is often perceived by these individuals to be a waste of time).

Contrary to the near-term schedule-saving efforts by engineers, the opposite schedule effect occurs in the long-run due to the increased time spent fixing errors that are found later (e.g., during software integration testing).

The application of game theory concepts (see sidebar) suggests how contracts can get into the situation that TSPR policies seemed to accentuate. TSPR policies both reduced government oversight leading to contractor decisions contrary to government’s quality expectations, and removed software development standards from the contracts. Software standards are essential on contracts: They result in increased time spent fixing errors that are found later (e.g., during software integration testing).

The game is called a zero-sum game when one player’s payoff (win) is the other player’s loss. However, the game is called a non-zero sum game if the payoff to the winning player is not from the losing player.

We now consider a case where an acquisition game for a very expensive billion-dollar satellite system results in only two potential bidders, with the government acquiring responsible for setting up the rules of the game. Both bidders have two pure strategies: the A strategy results in providing a bid for non-recurring research and engineering to build the system that incorporates more costly risk mitigation techniques leading to a politically unacceptable cost plus a substantial fee if they win; and a B strategy that results in an acceptable cost plus a substantial fee if they win. If they lose, they simply get reimbursed for their effort to create a bid. Mathematically we write:

\[ (\alpha_1 = C + f_1) > (C + f_1 = \beta_1) \] likewise
\[ (\alpha_2 = C + f_2) > (C + f_2 = \beta_2). \]

In this situation, the A strategy with its higher cost risk mitigation activities is considered a losing strategy. The highly desired B strategy solution (in this case) is a Nash equilibrium. Unless both bidders were required to include for those risk mitigation activities in their bids, the likely outcome is bids that removed these engineering tasks.

Reference [4] provides 26 specific recommendations for the government and contractors, including controversial subjects like mandating certifications for software professionals. However, as long as we continue to competitively bid software (as an integral part of NSS systems), the cost and schedule driven aspects faced by the SBIRS program will persist—if not get even worse—in the future. It is our belief that these issues are founded in the government’s competitive bid approach, therefore making the current acquisition model unsustainable—even using newer model-based software development methods utilized by the automotive industry pushing cars into the 10 million and 100 million LOC regime. The adoption of these development methodologies into embedded space systems will undoubtedly help; however, due to the nature of the bidding process for these unique and extremely costly systems, we contend that they do not address the fundamental issues.

### Game Theory and the Bidder’s Billion-Dollar Dilemma

Game theory can be used to analyze optimal strategies for action in competitive situations with two or more players of the game. Game theorists use a strategy matrix to analyze each player’s strategies when they attempt to take into account the action of their opponent in their decision-making process in order to maximize their payoff. An example of a normal form game matrix with two distinct strategies \( A \) and \( B \) has Player 1 payoffs of \( \alpha_1 \) for the \( A \) strategy and \( \beta_1 \) for the \( B \) strategy, while Player 2 payoffs are \( \alpha_2 \) for the \( A \) strategy and \( \beta_2 \) for the \( B \) strategy:

| Player 1 \( A \) | Player 2 \( A \) | \( (\alpha_1, \alpha_2) \) | \( (\alpha_1, \beta_2) \) |
| Player 1 \( B \) | Player 2 \( B \) | \( (\beta_1, \alpha_2) \) | \( (\beta_1, \beta_2) \) |

The game is a zero-sum game when one player’s payoff (win) is the other player’s loss. However, the game is a non-zero sum game if the payoff to the winning player is not from the losing player.

In this situation, the \( A \) strategy with its higher cost risk mitigation activities is considered a losing strategy. The highly desired \( B \) strategy solution (in this case) is a Nash equilibrium. Unless both bidders were required to include for those risk mitigation activities in their bids, the likely outcome is bids that removed these engineering tasks.
In addition to the TSPR policy changes that directly impacted space system software development and testing standards previously mentioned, the cost as an independent variable (CAIV) strategy was envisioned as a method for government to control cost by making it a constraint [14]. Consider the impact of these constraints at the software engineer level: Tough cost, schedule, and quality tradeoff decisions need to be made when trying to hire the people required to complete the contractually obligated design documents, write the software code, and test the software. In addition, staffing is required to adequately review the design, code, and test products. Experience has often shown that sound engineering judgment becomes dominated by what is believed to be good enough.

Hence, we propose an alternative software acquisition paradigm that we believe can work to effectively minimize a number of these issues: Remove the competition for low-cost from consideration for the software component of the system acquisition.

Causes of Project Success—and Failure

Ivar Jacobsen, Grady Booch, and James Rumbaugh identify software success factors as dependent on people, process, product, project, and tools [15]; it can also be argued that process, product, project, and tools are also fundamentally dependent on people, and thus people are central to the entire software problem. While establishing an early version of COCOMO, Barry Boehm found that success—in regards to lower costs and on-schedule delivery—was highly dependent on the software team [16]. Considering that contractors are forced to manage and change out the personnel they hire and retain to build our systems (based on the contracts they are able to win), we are faced with a situation where we are dynamically dependent on the number and quality of personnel available at any given time. Even true A-teams under adverse cost and schedule constraints have a high probability of significantly overrunning cost and schedule in order to maintain quality. However, projects driven by cost are not likely to get the best people. The result is a mixed bag of really good people trying to pull along a cadre of less-capable performers that help bring staffing numbers up to the appropriate number the cost/schedule models suggest. These models allow for dialing in the capability of teams; our experience from a number of programs, however, shows that contractors always claim that they have the A-team, that they are CMMI® Level (fill in your favorite contractually obligated number here), and that their team can write the software faster than the speed of light with virtually no defects. When the project is finally over (after either numerous cost overruns or finally being cancelled), these people are recycled onto the next project. Hence, people—more specifically, the assignment, organization, and overall management of people—are the Achilles’ heel of software.

... a properly managed labor pool could provide cost advantages as well as a method for identifying and retaining the best engineering talent.

Oftentimes, projects are saddled with the following problems, all leading to late life-cycle schedule and cost overruns:

- Early life-cycle personnel lack the fundamental knowledge required to successfully write requirements or to design, build, and mathematically test complex real-time satellite control software.
- Management does not appreciate the need for following documented engineering processes.
- Cost- and schedule-driven decisions, mandated by government action, remove numerous prudent risk-mitigation steps.

Once upon a time, we could hide our software foibles behind extremely visible hardware issues, but not any longer.

Establishing a National Systems Engineering Laboratory

Quality and schedule could be met (at least within a consistent cost and schedule margin) if we fundamentally shift our acquisition paradigm: from program-by-program cost and schedule management to a focus on the quality of people used to feed our engineering teams. This would be accomplished by establishing what we call a National Systems Engineering Laboratory (NSEL). In it, the private sector (the big system integration and Systems Engineering and Technical Assistance contractors) are initially reimbursed to provide these facilities with their very best software personnel (management and engineers). The NSEL would also be cooperatively staffed with selected personnel from our universities, federally funded research and development centers (FFRDCs), and government services.

As new systems are being competitively designed by select senior private sector staff (competing the hardware and model-based software designs based on system requirements), they are supplemented by NSEL personnel and high-performing university students working behind strict firewalls. NSEL and student personnel would have the experience and training to provide an initial set of documentation and prototypes to acquisition staff. The winning contractors, supplemented with these NSEL (and now more mature) student personnel, would build, from the preliminary design and prototype, the final software.

Standard systems and software development process tools—such as the Agile, Spiral, or incremental models—are used insomuch as they are tailored by the engineers themselves to follow the best practices brought forth from industry and academia, based on each system’s size and type of effort. Personnel are trained and incentivized to both follow these processes and also suggest process improvements as lessons are learned and technology advances. Overtime policy can be set to maintain schedule, but never to the detriment of quality. Incentives are provided to ensure creation of only the end-products necessary for designing the system and the documents that must be handed off to the next development phase or as required to maintain the system.

Prestige combined with attractive pay and high quality of life, NSEL site locations can be used to attract the best of the best. Contractor payouts are used to entice industry to bring to the table for consideration their best processes, software designs, and existing code used in other systems. Once the final system design has been selected, the pool of available top-notch engineers can draw from a wealth of software designs and prototype code to build the final flight code. Existing systems in use can draw from the same pool of engineers to maintain these systems, as needed.

Another consideration is utilizing university students and fresh graduates as a significant labor source. Software-inten-
The engineering and software prototyping staff is selected based on merit, capability, and need.

- Software build and test staff is selected in part from the NSEL staff on the losing team and from engineering/software prototyping staff. They will test the constructed software system or augment the software development and test phase, based on staffing requirements.

The predicted end-result is a higher quality software product that is staffed with the best people available. However, it should be mentioned that the number of new software-intensive systems we could build as a nation would be constrained by the number of NSEL staff. Yet, we view this as an acceptable engineering alternative to the CAIV-approved approach under TSPR.

The NSEL is first and foremost tasked with building and maintaining quality systems, with a strong eye towards successfully designing and building cost- and schedule-acceptable solutions. Under this premise, quality staff can, with time, create their own training and competitive hiring policies for their engineering positions. In this manner, the processes developed and promulgated by these staff tend (through generations of engineers) towards a level that can keep up with demand. While problems will undoubtedly arise, this self-contained, continual learning environment will foster and lead towards solutions for these issues.

We also propose that NSEL directors for functional areas in engineering are hand-selected for prestigious appointments from academia, the FFRDCs, and private industry. Their hiring will be based on current requirements for government positions—and will not be hired via political appointment. The directors’ primary role will be to resolve technical and management issues—with the national need, which is always at the center of their decision-making process.

### Conclusions

An NSEL for defense acquisition strategy is an alternative system acquisition concept that is based on a grass-roots or grounds-up negotiation between the engineering disciplines. It has the potential to take the DoD boldly where no one has gone before—allowing for acquisition, next-generation-embedded, software-intensive systems. This grass-roots process is designed to provide the best quality-minded engineers needed to yield engineered systems with a consistent cost and schedule. We also believe that this concept is required to mitigate the software-intensive, system-driven people factors that have plagued a number of our system acquisitions—leading some to believe that we have lost our space acquisition recipe for success. We acknowledge that the concept must pass through the normal gamut of politically driven negotiations. Hopefully, during this process, the concept for building a national capability consisting of the best of the best—and a method to identify and retain our university engineering talent—is not lost.

We’ve even heard of an even more drastic strategy: using a draft to nationalize our software development and system engineering talent. Short of this controversial and unlikely option, creating a prestigious system engineering research and development laboratory—retaining and nurturing the world’s best engineering talent—is a sound method, fundamentally based on the talent-retention successes of our national laboratories. Our national goal should be to attract the best personnel to this field and we suggest that subtleties such as funding details, redundant locations, and other issues can all be politically negotiated and worked as this concept is matured.
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The article proposes a National Systems Engineering Laboratory that can help other DoD entities with issues that the authors have observed in their National Security Space software-intensive system acquisitions. This article first details the problem of cost mitigation bidding strategies used by DoD contractors, and then recommends solutions through an NSEL. Removing this competitive bid process for the software engineering through the creation of a prestigious systems engineering lab—staffed by our nation’s best engineers, created solely to provide quality design and engineering services—is one possible solution.

Notes
5. We do not believe that current methods will solve the well-documented software development issues that have plagued government acquisition. These issues are documented in the popular press and in numerous GAO reports; see [5, 6, 7, 8, 9, 10, 11, and 12]. Furthermore, a recent GAO cost estimation and assessment guide documenting the best practices for developing and managing capital program costs singled out the SBIRS as a case study [13].
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