Current software projects tend to maximize reusable component use and minimize development product size. There are significant advantages to using reusable components:

- Lower development time and effort through using existing, supported components.
- Reduced risk through using proven field-tested components.

High customer demand, reduced software development budgets, and a competitive software market drive the need for reusable software. The downside to reusable software is a high development cost, and the significant cost of integrating reusable components into software products. These integration costs can be devastating if components are inadequate, poorly defined and documented, or not quite compatible with the application.

Gaffney and Durek [1] published the first economic analysis report of this type in 1988. Marion Moon and I (while at Hughes Aircraft Company) in 1989 initiated an economic analysis in response to [1]. Unfortunately, the project was shelved before completion due to higher priority tasks. The interest in reuse cost and the need for the economic analysis has continued to increase since that time. Meanwhile, the acronym COTS (commercial off-the-shelf) has largely replaced the term reuse, but the costs associated with reuse have remained the same.

The analysis in this article focuses on the primary measurable costs associated with reuse, but does not consider several hard-to-predict costs:

- Vendor upgrade release to reusable component.
- Vendor discontinuing component support.
- Component requirement or capability changes.

The analysis in this article satisfies the black box component definition.

**First-Order Reuse Cost Model**

There are some conditions we need to assume in this economic analysis:

- The software must satisfy the black-box requirements at the level of abstraction being applied; that is, the reused software satisfies the required performance requirements without modification.
- User knowledge is expert within the scope of reuse.
- Documentation is adequate for the

"High customer demand, reduced software development budgets, and a competitive software market drive the need for reusable software."

- Cost of component evaluation and selection.
- Understanding component function or external interfaces.

The objective of this analysis is to show there are significant cost impacts of software reuse without considering the costs associated with the less-defined factors listed above. The analysis results show significant and somewhat optimistic cost impacts.
reuse needs.

- Cost of reusable component selection, evaluation, and purchase are ignored.
- The product is rock solid; that is, no maintenance is required, and no vendor upgrades will be made.

A software system contains three categories of source code: new $S_n$; original $S_o$, including both modified and lifted (lifted is a term for unchanged original code); and reused $S_r$ as shown in Figure 2. The effective size $S_e$ used in most software cost and schedule estimates is an adjusted combination of the new and modified source code similar to the equation:

$$S_e = S_n + S_o (A_n x F_n + A_i x F_i + A_t x F_t) \quad (1)$$

where,

$A_n = $ Design activity, $A_i = $ Integration activity, $A_t = $ Test activity and $A_n + A_i + A_t = 1$. The parenthetical factor is a weighted combination of relative efforts from the design ($F_d$), implementation ($F_i$), and test ($F_t$) activities. More thorough discussions of effective size can be found in the references.

The remainder of the system consists of one or more reusable components. Since reusable components are black boxes that have no accessible size, we cannot directly apply an effective size equation to form an estimate.

For our purposes, we are going to assume the relative reusable component(s) size can be derived by estimating the size of the reusable component built from scratch $S_r$ as:

$$R = \frac{S_r}{S_n + S_r} \quad (2)$$

where, $R$ is the portion (fraction) of the system to be implemented by reusable source code.

The first-level economic model of software reuse begins with the assumption that the cost of software development $C$ for a product relative to the cost of all new source code can be given by the equation:

$$C = 1(1 - R) + bR$$

or

$$C = 1 + R(b - 1) \quad (3)$$

where, $b = R(1 - R)$ is the cost of developing a system from scratch. The factor $b$ represents the relative cost of incorporating reusable components into the system relative to developing the components from scratch. The term $(1-R)$ represents the fraction of new and/or modified source code. This model was first published by Gaffney and Durek [2] and is the basis of this analysis.

Reuse can occur at several levels: requirements, design, code, and validated code. Using the relative design, implementation, and integration factors from Sage [3], we find the relative cost for each development activity given by Table 1 (see page 6). The relative cost values based on Constructive Cost Model (COCOMO) [4]/Revised Intermediate COCOMO (REVIC) [5] are also included in the table for comparison.

The reusable component type (abstraction) determines the relative cost factor $b$ in Equation (3). The specific reusable component types considered in this analysis are requirements, design, code, and validated code. The activities to develop these are defined as follows:

- **Requirements.** Includes the analysis and synthesis of software requirements. The product resulting from this activity is the Software Requirements Specification (SRS). The activity is often terminated with a software requirements review (SRR). The definition of system requirements, if present, is not part of the software requirements analysis activity.

The following diagram shows a software system architecture for reuse analysis:

[Diagram showing categories of source code: NEW, ORIGINAL, Modified, Lifted, Reuse]
Table 1: Relative Costs of Development Activities

<table>
<thead>
<tr>
<th>Activity</th>
<th>Activity Code</th>
<th>Relative Cost, Sage</th>
<th>Relative Cost, REVIC/COCOMO</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements</td>
<td>Req</td>
<td>0.07</td>
<td>0.07</td>
</tr>
<tr>
<td>Design</td>
<td>Des</td>
<td>0.38</td>
<td>0.41</td>
</tr>
<tr>
<td>Implementation</td>
<td>Imp</td>
<td>0.23</td>
<td>0.26</td>
</tr>
<tr>
<td>Integration and Test</td>
<td>Test</td>
<td>0.32</td>
<td>0.26</td>
</tr>
</tbody>
</table>

Table 2: Relative Reuse Cost

<table>
<thead>
<tr>
<th>Component Type</th>
<th>Activities to Be Completed</th>
<th>Relative Reuse Cost (b)</th>
<th>Relative Development Cost</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements</td>
<td>Design, Implementation, Test</td>
<td>0.93</td>
<td>0.07</td>
</tr>
<tr>
<td>Design</td>
<td>Requirements, Implementation Test</td>
<td>0.62</td>
<td>0.45</td>
</tr>
<tr>
<td>Code</td>
<td>Requirements, Test</td>
<td>0.39</td>
<td>0.68</td>
</tr>
<tr>
<td>Validated Code</td>
<td>Requirements, Test (Regression)</td>
<td>0.27</td>
<td>1.00</td>
</tr>
</tbody>
</table>

Figure 3: Relative Development Cost vs. Reuse Fraction By Reuse Component Type
further in the next section.

The factor \( a \) can also be used to relate the relative cost of purchasing, or otherwise acquiring, the reusable component(s) for the project. In this case, the component acquisition cost \( a \) is in the range \( 0.0 \leq a \leq 2 \) where the reusable component acquisition relative cost includes evaluation, selection, and procurement. As acquisition cost approaches development cost, acquisition becomes less attractive.

The reusable component acquisition cost can be treated in a more conservative manner. Assume the development project is only willing to absorb the amortized cost of the component used in the project. That is, if the project is using only the requirements from the acquired component, we can argue that requirements cost is the only cost to be amortized. In that case, the model becomes:

\[
C = \left( b + \frac{a(1-b)}{n} \right) R + 1 \tag{6}
\]

where,

\[
a(1-b) \text{ represents the requirements acquisition cost.} \]

We cannot ignore the cost of maintaining the library of reused components. Let the cost of library maintenance be allocated as a fraction of the component development cost. Incorporating maintenance into Equation (5) we find:

\[
C = \left( b + \frac{a(1-b)+d}{n} \right) R + 1 \tag{7}
\]

where,

\[
d \text{ is the cost fraction added to the} \]

component acquisition cost to account for reuse library maintenance. The maintenance fraction value is a function of the size and use of the maintenance library. The maintenance value is also amortized over the number of component uses.

**Acquisition Amortization**

The reusable component amortization is a function of the number of applications of each component. A large number of reuses \( n \) reduces the magnitude of the amortization factor \( a/n \) in each of Equations (5) - (7). The reuse cost coefficient

\[
b + \frac{a}{n} - 1 \tag{8}
\]

must be negative in order to provide a cost improvement in Equation (5). Or, in other words, if the coefficient is \( b+a/n < 1 \), the relative software development cost \( C \) for the project is less than 1.0.

**Table 3: Minimum Reuse Number (n0) Versus Component Type (b) and Acquisition Cost (a)**

<table>
<thead>
<tr>
<th>Relative Reuse Cost (b)</th>
<th>1.00</th>
<th>1.25</th>
<th>1.50</th>
<th>1.75</th>
<th>2.00</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements (0.93)</td>
<td>15</td>
<td>18</td>
<td>22</td>
<td>25</td>
<td>29</td>
</tr>
<tr>
<td>Design (0.82)</td>
<td>3</td>
<td>4</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>Code (0.39)</td>
<td>2</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>Validated Code (0.27)</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>3</td>
<td>3</td>
</tr>
</tbody>
</table>

The minimum number of reuse applications can be derived from Equation (8) by setting the coefficient to unity and solving for \( n \). The resulting equation shown in Equation (9) represents the number of uses required to cover the reusable component cost. The threshold reuse number \( n \) is:

\[
n_0 = \text{ceiling} \left( \frac{a}{1-b} \right) \tag{9}
\]

rounded up to the nearest unit. Ceiling(arg) is defined as the smallest integer greater than, or equal to, arg. The information in Table 3 demonstrates the threshold, or minimum number of reuse applications.

The models developed in this effort and the results achieved here are independent of software estimating tools or models. This information can be tailored or related to any software cost estimation model.

**The models developed in this effort and the results achieved here are independent of software estimating tools or models. This information can be tailored or related to any software cost estimation model.**

The threshold reuse number values shown in Table 3 represent the break-even values for reusable component development. The number of reuse applications must be greater than, or equal to, the numbers shown to have a positive impact on the projects using the components.

**COTS Cost Model**

COTS software is a special application of software reuse. There are several assumptions we must make before specifying the COTS software cost model. The best way to visualize COTS software is as a shrink-wrapped product. This basically means that the software includes the following:

- Contains only validated source code.
- Is purchased and not internally developed or modified.
- Has no library costs associated with the product.
- Conforms to the black-box definition.
- Requires no product maintenance.
- Requires no version upgrades.

The reuse fraction \( R \) is approximated by estimating the source code size for an internally developed product that is functionally equivalent to the COTS software. The ratio \( R \) is defined as:

\[
R = \frac{S_{\text{COTS}}}{S_{\text{COTS}} + S_{\text{new}}} \tag{10}
\]

where,

\[
S_{\text{COTS}} \text{ is the estimated size of an internally developed COTS replacement, and } S_{\text{new}} \text{ is the effective size of the new, modified, and lifted source code}. \]

Externally developed components (COTS) are simpler to analyze because the development costs are outside the project development environment. Amortization and maintenance costs are still relevant to the economic analysis. The economic cost model for COTS software (validated code) becomes:

\[
C = \left( \frac{F(1+d)}{n} - 0.73 \right) R + 1 \tag{11}
\]

where,

\[
F \text{ is the COTS acquisition cost relative to the cost of non-reusable development from scratch. The lower cost limit for free COTS components is approximately 27 percent due to regression testing and software validation. No consideration has been given in Equation (11) to the costs associated with component evaluation and selection, nor has any consideration been allowed for developing expertise in the components’ external interface or function.}

We can graphically illustrate the relative software costs associated with using COTS software. Let us consider the following example:
Figure 4: Relative Development Cost Versus Reuse Fraction By Relative COTS Purchase Cost

- $F$ is in the practical range $0.1 \leq F \leq 1$; that is, $F$ is limited to the cost of developing the COTS component(s) from scratch.
- Component cost is to be amortized over one (1) application, or $n=1$.
- Maintenance over the useful life of the component(s) is 10 percent, or $d=0.1$.

The relative product software cost $C$ relative to the cost of all new source code calculated from Equation (11) for this example is plotted in Figure 4. The maximum relative acquisition cost $F$ in this model under these conditions to break even is approximately 65 percent of the cost to develop the COTS product from scratch.

If we assume the reusable component is free ($F=0$) and a practical maximum reuse fraction ($R=0.5$), the economic model in Equation (11) shows the relative development cost is approximately 64 percent. The ideal relative development cost with a reuse fraction for $R=0.5$ is 50 percent of the cost of developing the product without reusable components. The economic model prediction is realistically higher than the ideal condition.

### Summary and Conclusions
The intent of this effort produced a simplified economic model that provides a realistic prediction of software product development costs in an environment containing reused software components. The reuse definition used in this analysis includes both COTS software and internal software components developed for reuse. The models are developed at two levels. The first level, a truly first-order model, relates relative software product development costs to the fraction of the product to be implemented by reusable components and the reusable component sophistication (requirements, design, etc.). The second level incorporates the significant costs associated with the development, or acquisition of reusable components.

The models developed in this effort and the results achieved here are independent of software estimating tools or models. This information can be tailored or related to any software cost estimation model.

The economic model does not attempt to account for all costs associated with software reuse. The reusable component function and interface complexity issues are ignored here, but are vital estimate elements in practice. There are several cost factors not included because of the difficulty in establishing numeric values for these factors in a broad general sense. These factors, listed in the introduction, should not be ignored in the real application of these models. The factors are major considerations in most projects.
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